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Abstract
The learning of computer programming comes with unique difficulties that vary among students depending on their backgrounds, learning methods, and objectives. This paper investigates the programming challenges first-year students from non-computing at the North-West University, South Africa, and computing backgrounds at the University of Dschang, Cameroon face. A questionnaire-based data collection method is utilized and categorises participants based on their gender, age, fields of study, prior experiences in mathematics, statistics, English, and programming languages, lab use/access, learning strategies, and material preferences. The aim is to identify and analyse the student's understanding of the basic programming concepts and the specific challenges met during introductory programming modules. Analysis of the collected data shows that while a considerable percentage of non-computing students have prior experience in mathematics and English, they lack familiarity with programming. Equally, while most computing students are proficient in spoken English, they face significant challenges in programming, mathematics, and written English. Notable difficulties are experienced in grasping concepts like recursion, arrays, error handling, and function/procedure methods. Moreover, a comparative study reveals that both groups of students encounter similar challenges, however, non-computing students’ difficulties are more than their computing counterparts. This paper, therefore, suggests designing teaching methods and learning materials to specifically meet the needs of non-computer science students, and enhance their understanding and proficiency in computer programming.
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A. Introduction

Computing programming is a core element of any introductory Computer Science (CS) module due to its effect on the precision of thought, thorough presentation, and concern for details. It promotes the development of computational thinking and problem-solving, encouraging students to explore, learn and reflect. However, a vast body of literature in the field of CS education emphasizes that novices find programming particularly difficult, leading to high percentages of failure and dropout among them [1]–[3]. This challenge is due to several factors such as the individual’s background, learning style, goals, instruction complexity, diversity of languages, lack of resources, logical understanding difficulty, outcomes uncertainty, etc. To address this challenge, several researchers and academics have carried out numerous studies to identify the difficulties novice students face in introductory programming (IP) courses ranging from efficient teaching methods to learning material tools that could help novices learn better [1], [4]–[7]. However, most of these studies have focused on undergraduate CS students and unfortunately, only a fewer of them have paid attention to non-computing students from other study fields who enrolled for IP as an elective module. These sets of students are the worst affected by the challenge posed by programming difficulties. Thus, there is an urgent need to also research the various challenges they face while offering programming modules as electives. Moreover, it is also of paramount importance that these studies are also performed on different institutions or nations to identify if this challenge is a general one or unique to a particular institution or nation.

Therefore, this paper comprehensively surveyed to identify the challenges that still exist, and students faced despite the several interventions put in place to enhance the learning of programming in IP modules. This was achieved by designing a quantitative survey via a questionnaire that targeted first-year students in the North-West University (NWU)’s Faculty of Natural and Agricultural Sciences (FNAS), South Africa, and the first-year computing students in the Department of CS, University of Dschang (UDS), Cameroon. We targeted the NWU students who are not pure computing students but double major students offering CS modules alongside other disciplines such as Agricultural, Geography, Physics, Mathematics, Chemistry, Biology, etc. The objective of this study was to identify the students’ background profiles, teaching and learning conditions, learning material preferences, and the challenges faced in their IP modules. In addition, it was designed to identify if the programming challenge is institution-based, or a general challenge faced by computing and non-computing students. The questionnaires were distributed to participants, and data was collected and analyzed. The analysis of the results and comparative study of these two groups on programming challenges led to several recommendations for the design of an effective teaching method and learning environment for non-computing students.

The paper is structured as follows: Section 1 presents the background information, Section 2 presents some related work, Section 3 describes the survey methodology, Section 4 presents the survey results and the analysis, Section 5 presents the comparative analysis, Section 6 discusses the results and provides
some recommendations, Section 7 discusses the validity threats, and Section 8 concludes the paper.

B. Literature Review

1. Computer programming

Computer programming is a process of creating computer-readable and executable instructions to solve a problem. It incorporates a set of skillful, logical, and critical thinking activities that range from analysis, and design, to maintaining the program [8]. Creating the instructions involves using languages such as Java, C, C++, Python, PHP, JavaScript, etc. on tools such as text editors, integrated development environment (IDE), and so on. Computing programming which plays a critical role in the advancement of technology, has a wide range of applications, and its skill has become a core competence of any computing and related computing students as it allows them to develop software solutions and create innovative technologies. With the increasing demand for technology in various industries, the ability to code has become an essential skill. However, its activities are complex, requiring logical thinking, problem-solving skills, and attention to detail. Thus, understanding programming logic has been considered difficult and often poses a source of frustration to first-year students, sometimes leading to a lack of motivation for learning and failure and drop-out. The challenges in grasping IP modules may have various origins [9]–[12] such as unsuitable teaching strategies, lack of attention to novices’ initial backgrounds, use of expert-level content explanation, instructor skill in the subject, learners being busy with other courses, students are used to memorizing instead of understanding, large class size, difficulty in combining programming concepts to solve programming problems, mix-up of native languages and programming syntaxes, use of line-by-line methods for solutions, short module duration, absence of computer mental model for novices, etc. Though programming is hard, it is not impossible to learn, and being aware of the sources of the challenge is a sine qua non to designing and implementing a good programming teaching and learning strategies.

2. Related works

This section presents some of the studies conducted over the years to identify the difficulties encountered by beginners in IP modules. Lahtinen et al. [1] surveyed to identify the difficulties encountered and perceived by students and teachers during object-oriented (OO) or imperative programming courses. They found that students needed help with program construction and error correction. Recursion, arrays, pointers, error handling, and the use of libraries were found to be the most difficult basic programming concepts experienced by students. Mainly, working with C++, an OO programming language, Milne and Rowe [4] surveyed second-year students and instructors on individual language concepts they struggle to learn and, consequently, to teach, and found that students have poor mental model representation of what happens during program execution. In the same vein, Thomasson et al. [5] studied the difficulties beginners faced in designing an OO class. They identified two common errors, namely unreferenced classes and problems linked to class attributes and cohesion. In addition, Tan et al.
[6] surveyed undergraduate students enrolled in a computing programming course at a Malaysian university, to identify the challenges they faced in learning the programming language and their perceptions of how the learning should proceed naturally. Furthermore, Piteira et Costa [7] identified the basic concepts of IP modules and organized them from a low to a high level of students’ understanding. The concepts with a low comprehension level are arrays, structured data types, recursion, pointers and references, while concepts with a high level of comprehension are selection structures, variables, loop structures, operators and precedence.

The above highlighted some of the studies conducted to elicit programming difficulties in students. While these studies in [1],[4-7] focus on computing students and specific institutions, our study is designed to identify the challenges both computing and computing students face and across institutions.

C. Methodology

This section presents the methodology and research design of this study.

Research design and participants: In this paper, we conducted a comprehensive survey based on a quantitative research design methodology using a structured questionnaire. The study was intended to answer the following research questions (RQs) which is to identify the challenges students face in computing programming and how unique the challenges are across institutions. The RQs include:

RQ1: What are the attributes possessed by computing and non-computing students offering IP modules and what challenges do they face?
RQ2: How are these challenges affect computing and non-computing students?

The target population included first-year students of FNAS from NWU, South Africa, as non-computer science students (Group 1) which comprise two campuses: Mafikeng and Potchefstroom, and the first-year CS students from UDS, Cameroon, (Group2). The study adopted a cross-sectional design method which led to a sample size of 260 respondents where 81% are from NWU and 19% from UDS.

Data collection and analysis: For logistical reasons, we conducted both online and face-to-face surveys, and the questionnaires used for data collection were distributed to the participants: NWU Mafikeng campus (face-to-face), NWU Potchefstroom campus (online), and UDS (online). The questionnaire was designed with six sections, each having a set of structured questions which are short and precise to reduce the risk of misunderstanding. Section A identifies important information about students’ backgrounds, Section B assesses students’ learning situation preferences in programming modules, Section C discusses students’ preferences for learning materials, Section D investigates students’ knowledge of core programming concepts, Section E examines students’ general perception of programming issues, and Section F looks at the different programming concepts taught at the beginning of learning programming. The study used an exhaustive approach for building responses to questions and the questions required participants to give answers based on the following ordinal scale values: {Poor (1), Insufficient (2), Average (3), Good (4), Very good (5)}. 
Moreover, the data collected were analyzed using descriptive statistics on the SPSS software tool, and the results were presented. The results of sections A, B, and C of the questionnaire will answer RQ1, while the analysis of the data obtained in sections D, E, and F will answer RQ2. The IP modules of interest were C and Python programming languages modules.

**Ethical considerations:** Before data collection from NWU students, the ethics application was submitted and approved, and a certificate of ethics was issued by the FNAS ethics committee. This signifies the study’s commencement and contrast; no requirements were made before data collection from NWU students.

**D. Result and Analysis**

This section presents the results of research and their analysis.

1. Participant characteristics

*Background profile:* This paper studies the general background of both groups' participants relative to gender, prior programming, maths and English experiences, lab accessibility and usage, and course duration, which are important success factors in IP courses [13]–[22]. The knowledge of these features can be helpful in the design of a novel teaching method and learning tools that meet the needs of these students. The surveyed population includes both males (72.3%) and females (27.3%), largely aged between 18 and 20 years at 57.7%. Over 52% of participants felt that the time allocated to the IP modules was insufficient, and 67% have no prior programming experience. For Group 1 specifically, Fig. 1. depicts their distribution into respective fields. The analysis reveals that most Group 1 respondents (52.2%) expressed at least an average level in mathematics, while over 50% from Group 2 had at most an insufficient level in mathematics as shown in Fig. 2. The information demonstrates that students offering these IP modules were young and tend to have very diverse experience levels, making it cumbersome to plan instruction in a way that is engaging and useful for all learners.

![Figure 1. Distribution of NWU participants by field of study](image-url)
Learning situations preferences: The analysis of results in Fig. 3 shows that most of the Group 1 respondents learn less during lecture sessions and are not self-confident when it comes to studying alone and working alone on programming assignments. They enjoyed the other learning situations. Similarly, Group 2 respondents learned also less during lecture sessions, however, they are self-confident to learn alone and enjoy other learning situations. Some studies [1], [6] also identified lecture sessions as activities that decrease students’ commitment. This highlights the issue of teaching methods that interest and engage Group 1 respondents in their learning activities and develop self-confidence.

Learning materials preferences: Analysis of results in Fig. 4 reveals that the majority of respondents find programming textbooks, lecture notes, and PowerPoint slides less useful than other learning materials. Programming textbooks have also been highlighted in other studies such as [1], [23] as being less useful to students. Thus, teaching methods and learning tools should then be more innovative in terms of visualization and interaction, enabling students to easily understand programming texts and manuals used in or out of the classroom.
2. Difficulties faced in learning IP modules
Based on the IP modules considered in this study, C and Python programming languages, the analysis of the results in Fig. 5 illustrates that most issues of this part were rated at most "Insufficient" by the respondents. They, therefore, faced the same difficulties as most programming beginners. Other studies came out also with similar results [1], [6], [23]. A well-designed teaching strategy and learning tools are then needed to help these students grasp most of these programming issues.
On the other hand, the analysis of results in Fig. 6 in F depicts that the understanding of core programming concepts in most cases is at most rated "Insufficient" for most Group 1 respondents. The comparison operator concept was the only one rated as "Average", with 66% for this group. Respondents of Group 2 rated most of the concepts at least "average". The only concepts rated as "insufficient" at most by this group of respondents were recursion and error handling. The level of appreciation of the basic programming topics is relatively weak for Group 1 respondents and the difficulties observed are similar to those encountered by most beginners. When going into detail, the following programming concepts appear to be more difficult for both groups: recursion, arrays, and error handling. Some studies also presented recursion and error handling as challenging concepts in programming [1], [6], [7], [23]. These results detail most of the topics that make learning programming difficult for these students who need appropriate strategies during class by the instructor to improve their learning.

Furthermore, participants were also asked to select the concepts that were discussed in class when they were first learning to program. The analysis of the corresponding results in Fig. 6 reveals that some respondents could not remember certain core programming concepts which might highlight their lack of interest or commitment to the module since there is no way for example, that a programming course could be taught without variables being introduced.
3. Comparative analysis

To determine the level of effect the challenges have on both non-computing and computing students across NWU and UDS and answer RQ2, this paper performed a comparative study of the data collected on the two groups and analysed the results. The data consists of the difficulty levels of respondents in both groups on the variables D1, D2, D3, D4, D5, D6, D7, D8, and D9 presented in Fig. 6.

To determine the level of significance of the challenges, we formulated and tested hypotheses based on the understanding of each programming concept as shown in Fig. 6. The null hypotheses used in assessing the significance of the equality of respondents’ difficulties levels in the two groups (i.e. the difficulty level
on any concept is the same for both non-computing and computing students) are as follows respectively:

\[ H_{D1}: \mu_{D1} = 0, \quad H_{D2}: \mu_{D2} = 0, \quad H_{D3}: \mu_{D3} = 0, \quad H_{D4}: \mu_{D4} = 0, \quad H_{D5}: \mu_{D5} = 0, \quad H_{D6}: \mu_{D6} = 0, \quad H_{D7}: \mu_{D7} = 0, \quad H_{D8}: \mu_{D8} = 0, \quad \text{and} \quad H_{D9}: \mu_{D9} = 0. \]

Furthermore, the formulated hypotheses were tested on the SPSS software tool using the Mann-Whitney U-test technique for the two independent groups. Due to the percentages involved in the groups, we randomly selected 49 respondents from Group 1 to match the number in Group 2. The variables considered showed a non-normal distribution, which was confirmed by the Shapiro-Wilk Test and applied \( \alpha = 0.05 \) significance level where \( p \)-value, \( p > 0.05 \) will be accepted.

<p>| Table 1. Hypotheses testing results |</p>
<table>
<thead>
<tr>
<th>D1</th>
<th>D2</th>
<th>D3</th>
<th>D4</th>
<th>D5</th>
<th>D6</th>
<th>D7</th>
<th>D8</th>
<th>D9</th>
</tr>
</thead>
<tbody>
<tr>
<td>Mann-Whitney U</td>
<td>772.500</td>
<td>965.000</td>
<td>661.500</td>
<td>846.500</td>
<td>879.000</td>
<td>804.000</td>
<td>611.000</td>
<td>543.000</td>
</tr>
<tr>
<td>P-value</td>
<td>0.001</td>
<td>0.081</td>
<td>0.000</td>
<td>0.008</td>
<td>0.016</td>
<td>0.003</td>
<td>0.000</td>
<td>0.000</td>
</tr>
<tr>
<td>Asymptotic. Sig.</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Table 1 presents the results of the Mann-Whitney U-test and the analysis of these results shows that for the variable D1, the \( H_{D1} \) is rejected, as \( p=0.001 < 0.05 \). This means that there is a significant difference between both groups. The CS students at UDS (Group 2) expressed fewer difficulties than non-CS students at NWU (Group 1), as Group 1 has a Mean Rank of \( T_1=44.77 \) and Group 2 has a Mean Rank of \( T_2=58.23 \). For the comparison operators variable (D2), \( H_{D2} \) is accepted since \( p=0.082 > 0.05 \), indicating that the level of difficulties is approximately the same for both groups. For the rest of the variables, we achieved \( p < 0.05 \) in each which signifies the rejection of the following \( H_{D3}, H_{D4}, H_{D5}, H_{D6}, H_{D7}, H_{D8}, \) and \( H_{D9} \). Thus, the level of difficulty of Group 1 respondents is higher than that of Group 2 respondents in terms of the following basic programming concepts: loop structures, sequential and conditional structures, input/output instructions, functions and procedures or methods, recursion, arrays and error handling, respectively. These results are perfectly in line with those presented above and further confirm that computing students encounter fewer difficulties than non-computer science students in IP modules.

E. Discussion

The survey results from the background profile confirmed that NWU respondents are from different fields of study and correspond to non-computing students. On the other hand, the mathematics and English experiences they expressed did not guarantee their performance in the module, given the difficulties expressed and identified, which are in contradiction with some studies detailed here [13], [15], [24] that have confirmed these elements as success factors in programming courses. We suspect they overestimated their level in mathematics. They may also, like most beginners, be confused between the English language and the syntax of the programming language [11]. By contrast, the lack of prior
programming experience expressed in the majority of cases is consistent with the fact that they are struggling and confirms some studies detailed here [16], [17]. The core programming concepts are a challenge for most of these respondents as for most other beginners as well. Most challenges reported in this study are recursion, arrays, and error handling and were also confirmed in the previous studies [1], [6], [23]. These difficulties were also observed among Group 2 respondents, most of whom had no prior programming experience, and the majority of whom expressed an "Insufficient" level of mathematics, statistics, and written English, as well as insufficient access to and use of laboratories. However, using the Mann-Whitney U-test technique to compare these two groups, we observed that Group 2 respondents expressed fewer difficulties with basic programming concepts than the non-computing students. Note that the most difficult basic programming concepts remain the same as those expressed by Group 1 participants. This means that these concepts require special attention from the instructor. Therefore, non-computing students cannot be assimilated into CS students in terms of teaching approach and learning materials tools.

Thus, this study assumes that they need specific teaching approaches and learning materials to improve their motivation, engagement, and performance in IP courses. Elsewhere, these challenges observed can be explained by the insufficient time devoted to IP modules, as pointed out, and by the respondents’ lack of motivation and engagement. Indeed, most respondents reported being unable to well organize and deploy effort and time to think to solve programming problems (see Fig. 6), and some of them did not be able to recall certain core programming concepts. Nevertheless, all students of IP courses must be aware of them and should master these concepts. They should always be taught, regardless of the programming paradigm engaged, whether it is imperative or object-oriented [7]. Moreover, the results of the survey on learning situations and learning material preferences revealed participants’ disregard for lecture sessions on the one hand, and for programming manuals and PowerPoint slides on the other, as also noted in other studies detailed here [1], [23]. The teaching strategies could be an issue as well as students’ motivation and engagement. A novel teaching strategy must therefore, take into consideration respondents’ interest in interaction expressed through practical sessions and collaborative programming which can have a good impact on students’ performance in programming as confirmed in some studies [25]–[28].

Again, NWU respondents are not self-confident when it comes to studying alone compared to UDS participants. Still, the teachers will provide them with appropriate learning material tools such as online tutorials with interactive content and assignments that correspond to their background profile as well as exercises and answers, reuse code, and examples of programs. The new teaching method will be designed to give students time to work on their own during the course and to develop their self-efficacy and self-confidence. The learning material tools must also be easily integrated into the teaching practices for direct instruction and to enable students to discover concepts, uncover knowledge, and put skills into practice. Moreover, for these students, we recommend a cognitive teaching approach, rather than the constructivism-based approach that has inspired many IP teaching methods [29], as most of them have no prior
programming experience, need quality guidance from their instructors, and lack in-depth, well-organized necessary knowledge to implement effective problem-solving processes. The teaching method must then prepare students by defining a quality strategy for each basic programming concept, whether the instructor wishes to practice collaborative or individual learning. The lecture time must be capitalized and captured as much as possible student's attention, as non-computing students are busy with other subjects that have nothing to do with computing and find it hard to manage their time and effort to solve programming problems. Also, to reduce non-computing students’ frustration and capture more of their attention, and thus, improve their debugging skills, the teaching method and learning material must include students’ misconceptions about programming and how experts’ reason to solve programming problems. These measures will then prevent and avoid them to make the same mistakes as other beginners or experts.

F. Validity Threats

In the survey conducted, it was not possible to collect more data from all students, especially from foundation students at the NWU. Both the foundation and the first-year students attend the same module given at different time frames and with different instructors. Moreover, students at the NWU's Vaal campus were not considered and the design of the questions could negatively impact the findings and their generalization. However, some measures were taken to minimize the threats. We conducted comparative studies to sustain the generalization of the results. Moreover, to guarantee the reliability of data and avoid response bias, the questions were made simple for ease of comprehension. Furthermore, to eliminate misunderstanding, module instructors provided some explanations during the distribution, and the participants were informed to answer with the most sincerity without fear. They were not forced to respond, and to prevent them from answering more than once, only one questionnaire paper was given to each for the face-to-face survey. For the online survey, students were not allowed to answer the survey more than once using the same computer, and the link was sent to their WhatsApp group by the teachers with the necessary instructions. The analysis of results showed that all the questions were answered by all participants and included all the group ages representative of the population. We are confident the exclusion of Foundation students will not adversely affect the findings presented.

G. Conclusion

This paper described key characteristics of the first-year non-CS students of the Faculty of Natural and Agricultural Sciences, of the North-West University in South Africa, and first-year CS students of the Department of CS, University of Dschang, Cameroon, who attend IP courses. This population includes males and females, aged between 17 and 20 years. NWU respondents are from various fields such as computer biology, computer geography, etc., with good experiences in English and Mathematics, but weak experiences in programming. The study found that NWU respondents are not self-confident when it comes to studying alone. Respondents of the two groups learn less programming during lectures session and while working on assignments and they learn better in the other learning situations presented, such as group work, practical sessions, etc. Similarly,
programming books and PowerPoint slides are different from their preferred learning materials, unlike others such as online tutorials, reuse code, the example of programs, etc. Their first programming languages were C and Python, and they faced programming problems like those of most beginners, as described in the literature, but with much more difficulties than some CS beginners. Those difficulties include debugging, deployment effort and time, understanding basic programming concepts, etc. Furthermore, most programming core concepts are also a challenge for most beginners. The following are the most difficult recursion, arrays, and error handling, and reveal that the results of this study match up well with the main findings of other researchers on the subject. Although these populations expressed a certain similarity in terms of difficulties in the IP modules, the comparative study carried out using Mann-Whitney U-test showed that NWU respondents have more difficulties with programming than those from UDS. This information was used to formulate some recommendations for the design of a new and efficient pedagogical approach and learning tools for non-computing students. For example, unlike other studies that have mainly used the constructivism-based teaching approach, we recommend that the new method of teaching IP modules to non-computer science students be based on the cognitivist approach to teaching. That novel pedagogical approach should encourage individual and pair programming, as well as the teaching of strategies that detail the steps needed to grasp a programming concept, as these students are young and need quality follow-up support. Moreover, both new pedagogical methods and learning tools should include the use of results of students’ misconceptions studies to reduce non-computing students’ frustration and improve their motivation and engagement in the course.
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